**Moving sprites**

In this part of the Java 2D games tutorial we will work with sprites.

 The term *sprite* has several meanings. It is used to denote an image or an animation in a scene.

It is also used to represent any movable object in a game. Also one of the meanings is the code that encapsulates a character in a game. In our tutorial by using sprite we refer to a movable object or its Java class.

**Moving sprite**

In the first example we have a spacecraft. We can move the spacecraft on the board using the cursor keys.

Craft.java

package com.zetcode;

import java.awt.Image;

import java.awt.event.KeyEvent;

import javax.swing.ImageIcon;

public class Craft {

private int dx;

private int dy;

private int x;

private int y;

private Image image;

public Craft() {

initCraft();

}

private void initCraft() {

ImageIcon ii = new ImageIcon("craft.png");

image = ii.getImage();

x = 40;

y = 60;

}

public void move() {

x += dx;

y += dy;

}

public int getX() {

return x;

}

public int getY() {

return y;

}

public Image getImage() {

return image;

}

public void keyPressed(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_LEFT) {

dx = -1;

}

if (key == KeyEvent.VK\_RIGHT) {

dx = 1;

}

if (key == KeyEvent.VK\_UP) {

dy = -1;

}

if (key == KeyEvent.VK\_DOWN) {

dy = 1;

}

}

public void keyReleased(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_LEFT) {

dx = 0;

}

if (key == KeyEvent.VK\_RIGHT) {

dx = 0;

}

if (key == KeyEvent.VK\_UP) {

dy = 0;

}

if (key == KeyEvent.VK\_DOWN) {

dy = 0;

}

}

}

This class represents a spacecraft. In this class we keep the image of the sprite and the coordinates of the sprite. The keyPressed() and keyReleased() methods control whether the sprite is moving.

public void move() {

x += dx;

y += dy;

}

The move() method changes the coordinates of the sprite. These x and y values are used in thepaintComponent() method to draw the image of the sprite.

if (key == KeyEvent.VK\_LEFT) {

dx = 0;

}

When we release the left cursor key, we set the dx variable to zero. The spacecraft will stop moving.

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.Toolkit;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import java.awt.event.KeyAdapter;

import java.awt.event.KeyEvent;

import javax.swing.JPanel;

import javax.swing.Timer;

public class Board extends JPanel implements ActionListener {

private Timer timer;

private Craft craft;

private final int DELAY = 10;

public Board() {

initBoard();

}

private void initBoard() {

addKeyListener(new TAdapter());

setFocusable(true);

setBackground(Color.BLACK);

craft = new Craft();

timer = new Timer(DELAY, this);

timer.start();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

Toolkit.getDefaultToolkit().sync();

}

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

g2d.drawImage(craft.getImage(), craft.getX(), craft.getY(), this);

}

@Override

public void actionPerformed(ActionEvent e) {

craft.move();

repaint();

}

private class TAdapter extends KeyAdapter {

@Override

public void keyReleased(KeyEvent e) {

craft.keyReleased(e);

}

@Override

public void keyPressed(KeyEvent e) {

craft.keyPressed(e);

}

}

}

This is the Board class.

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

g2d.drawImage(craft.getImage(), craft.getX(), craft.getY(), this);

}

In the doDrawing() method, we draw the spacecraft with the drawImage() method. We get the image and the coordinates from the sprite class.

@Override

public void actionPerformed(ActionEvent e) {

craft.move();

repaint();

}

The actionPerformed() method is called every DELAY ms. We move the sprite and repaint the board.

private class TAdapter extends KeyAdapter {

@Override

public void keyReleased(KeyEvent e) {

craft.keyReleased(e);

}

@Override

public void keyPressed(KeyEvent e) {

craft.keyPressed(e);

}

}

In the Board class we listen for key events. The overridden methods of the KeyAdapter class delegate the processing to the methods of the Craft class.

MovingSpriteEx.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class MovingSpriteEx extends JFrame {

public MovingSpriteEx() {

initUI();

}

private void initUI() {

add(new Board());

setSize(400, 300);

setResizable(false);

setTitle("Moving sprite");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

MovingSpriteEx ex = new MovingSpriteEx();

ex.setVisible(true);

}

});

}

}

This is the main class.
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**Shooting missiles**

In the next example we will add another sprite type to our example—a missile. The missiles are launched with the Space key.

Sprite.java

package com.zetcode;

import java.awt.Image;

import javax.swing.ImageIcon;

public class Sprite {

protected int x;

protected int y;

protected int width;

protected int height;

protected boolean vis;

protected Image image;

public Sprite(int x, int y) {

this.x = x;

this.y = y;

vis = true;

}

protected void loadImage(String imageName) {

ImageIcon ii = new ImageIcon(imageName);

image = ii.getImage();

}

protected void getImageDimensions() {

width = image.getWidth(null);

height = image.getHeight(null);

}

public Image getImage() {

return image;

}

public int getX() {

return x;

}

public int getY() {

return y;

}

public boolean isVisible() {

return vis;

}

public void setVisible(Boolean visible) {

vis = visible;

}

}

The Sprite class shares common code from the Missile and Craft classes.

public Sprite(int x, int y) {

this.x = x;

this.y = y;

vis = true;

}

The constructor initiates the x and y coordiates and the vis variable.

Missile.java

package com.zetcode;

public class Missile extends Sprite {

private final int BOARD\_WIDTH = 390;

private final int MISSILE\_SPEED = 2;

public Missile(int x, int y) {

super(x, y);

initMissile();

}

private void initMissile() {

loadImage("missile.png");

getImageDimensions();

}

public void move() {

x += MISSILE\_SPEED;

if (x > BOARD\_WIDTH) {

vis = false;

}

}

}

Here we have a new sprite called Missile.

public void move() {

x += MISSILE\_SPEED;

if (x > BOARD\_WIDTH) {

vis = false;

}

}

The missile moves at constant speed. When it hits the right border of the Board, it becomes invisible. It is then removed from the list of missiles.

Craft.java

package com.zetcode;

import java.awt.event.KeyEvent;

import java.util.ArrayList;

public class Craft extends Sprite {

private int dx;

private int dy;

private ArrayList missiles;

public Craft(int x, int y) {

super(x, y);

initCraft();

}

private void initCraft() {

missiles = new ArrayList();

loadImage("craft.png");

getImageDimensions();

}

public void move() {

x += dx;

y += dy;

}

public ArrayList getMissiles() {

return missiles;

}

public void keyPressed(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_SPACE) {

fire();

}

if (key == KeyEvent.VK\_LEFT) {

dx = -1;

}

if (key == KeyEvent.VK\_RIGHT) {

dx = 1;

}

if (key == KeyEvent.VK\_UP) {

dy = -1;

}

if (key == KeyEvent.VK\_DOWN) {

dy = 1;

}

}

public void fire() {

missiles.add(new Missile(x + width, y + height / 2));

}

public void keyReleased(KeyEvent e) {

int key = e.getKeyCode();

if (key == KeyEvent.VK\_LEFT) {

dx = 0;

}

if (key == KeyEvent.VK\_RIGHT) {

dx = 0;

}

if (key == KeyEvent.VK\_UP) {

dy = 0;

}

if (key == KeyEvent.VK\_DOWN) {

dy = 0;

}

}

}

This is the Craft class.

if (key == KeyEvent.VK\_SPACE) {

fire();

}

If we press the Space key, we fire.

public void fire() {

missiles.add(new Missile(x + width, y + height / 2));

}

The fire() method creates a new Missile object and adds it to the missiles ArrayList.

public ArrayList getMissiles() {

return missiles;

}

The getMissiles() method returns the ArrayList of missiles. It is called from the Board class.

Board.java

package com.zetcode;

import java.awt.Color;

import java.awt.Graphics;

import java.awt.Graphics2D;

import java.awt.Toolkit;

import java.awt.event.ActionEvent;

import java.awt.event.ActionListener;

import java.awt.event.KeyAdapter;

import java.awt.event.KeyEvent;

import java.util.ArrayList;

import javax.swing.JPanel;

import javax.swing.Timer;

public class Board extends JPanel implements ActionListener {

private final int ICRAFT\_X = 40;

private final int ICRAFT\_Y = 60;

private final int DELAY = 10;

private Timer timer;

private Craft craft;

public Board() {

initBoard();

}

private void initBoard() {

addKeyListener(new TAdapter());

setFocusable(true);

setBackground(Color.BLACK);

setDoubleBuffered(true);

craft = new Craft(ICRAFT\_X, ICRAFT\_Y);

timer = new Timer(DELAY, this);

timer.start();

}

@Override

public void paintComponent(Graphics g) {

super.paintComponent(g);

doDrawing(g);

Toolkit.getDefaultToolkit().sync();

}

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

g2d.drawImage(craft.getImage(), craft.getX(),

craft.getY(), this);

ArrayList ms = craft.getMissiles();

for (Object m1 : ms) {

Missile m = (Missile) m1;

g2d.drawImage(m.getImage(), m.getX(),

m.getY(), this);

}

}

@Override

public void actionPerformed(ActionEvent e) {

updateMissiles();

updateCraft();

repaint();

}

private void updateMissiles() {

ArrayList ms = craft.getMissiles();

for (int i = 0; i < ms.size(); i++) {

Missile m = (Missile) ms.get(i);

if (m.isVisible()) {

m.move();

} else {

ms.remove(i);

}

}

}

private void updateCraft() {

craft.move();

}

private class TAdapter extends KeyAdapter {

@Override

public void keyReleased(KeyEvent e) {

craft.keyReleased(e);

}

@Override

public void keyPressed(KeyEvent e) {

craft.keyPressed(e);

}

}

}

This is the Board class.

private void doDrawing(Graphics g) {

Graphics2D g2d = (Graphics2D) g;

g2d.drawImage(craft.getImage(), craft.getX(),

craft.getY(), this);

ArrayList ms = craft.getMissiles();

for (Object m1 : ms) {

Missile m = (Missile) m1;

g2d.drawImage(m.getImage(), m.getX(),

m.getY(), this);

}

}

In the doDrawing() method, we draw the craft and all the available missiles.

private void updateMissiles() {

ArrayList ms = craft.getMissiles();

for (int i = 0; i < ms.size(); i++) {

Missile m = (Missile) ms.get(i);

if (m.isVisible()) {

m.move();

} else {

ms.remove(i);

}

}

}

In the updateMissiles() method we parse all missiles from the missiles list. Depending on what theisVisible() method returns, we either move the missile or remove it from the container.

ShootingMissilesEx.java

package com.zetcode;

import java.awt.EventQueue;

import javax.swing.JFrame;

public class ShootingMissilesEx extends JFrame {

public ShootingMissilesEx() {

initUI();

}

private void initUI() {

add(new Board());

setSize(400, 300);

setResizable(false);

setTitle("Shooting missiles");

setLocationRelativeTo(null);

setDefaultCloseOperation(JFrame.EXIT\_ON\_CLOSE);

}

public static void main(String[] args) {

EventQueue.invokeLater(new Runnable() {

@Override

public void run() {

ShootingMissilesEx ex = new ShootingMissilesEx();

ex.setVisible(true);

}

});

}

}

Finally, this is the main class.

![Shooting missiles](data:image/png;base64,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)

Figure: Shooting missiles